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Abstract— Given an undirected graph with a set of vertices and 
edges, vertex coloring, a well-known classical optimization 
problem in graph theory, consists of partitioning all vertices into 
independent sets and assigning unique colors to adjacent 
vertices with an effort to use the least number of colors. This 
paper presents a new algorithm based on artificial bee colony 
for solving the aforementioned problem. The proposed 
algorithm is evaluated on the DIMACS challenging benchmarks 
and computational results show that the presented method 
achieves highly competitive results. The outstanding outcomes of 
our algorithm are related to its computational time and also the 
number of colors it uses. Our simulations show that the 
computational time is considerably short and also the number of 
colors for vertex coloring is optimal in most of the cases. 

KEYWORDS: Graph Coloring, Vertex Coloring, Artificial Bee 
Colony, Optimization Problems 

I. INTRODUCTION 
Graph coloring, also known as vertex coloring, is one of 

the challenging optimization problems in graph theory. This 
problem is interesting not only because it is computationally 
intractable, but also because it has numerous practical 
applications, including task scheduling [1], register allocation 
[2], timetabling [3], and channel frequency assignment [4]. 
For these reasons, the graph coloring problem has been 
addressed by a number of approaches over the past few 
decades. However, none of them has turned out to be a clear 
winner. 

A legal k-coloring of an undirected graph , with 
 vertices and  edges, is the process of partitioning  into  

independent sets in which each set is a subset of non-adjacent 
vertices of . Considering this definition, graph coloring aims 
at finding the smallest  for a given graph  (its chromatic 
number ) such that  has a legal -coloring [5]. 

Greedy coloring shows simply that , 
where  denotes the maximum vertex degree of . In 
other words, greedy coloring is looking for some ordering of 
vertices so that the least number of colors could be assigned to 
them (colors are assumed to be positive integers) having in 
mind not to assign similar colors to any adjacent vertices. A 
graph with maximum degree of  can be colored using at most 

 colors; however, computing the chromatic number of a 

graph has proved to be an NP-hard problem. Thus, efficient 
algorithm that uses close to  colors is of our interest [6]. 

As mentioned earlier, minimizing the total number of 
colors is one of the primary objectives in the graph coloring 
problem. However, other criteria might also be considered. 
For instance, a second and modified objective might be to use 
the least possible colors at the least possible time which is an 
important objective in areas where time plays an important 
role. Problems with these kinds of objectives can be addressed 
with the help of parallelism and distributed computing 
although distributed environments could create some potential 
challenges for this optimization problem. The main challenge 
would be to obtain the least number of colors as the graph 
structure is unknown and only limited information regarding 
the neighbors of each vertex is available. 

Several algorithms have been proposed for graph coloring 
problem most of which can be identified as local search 
methods. Well-known examples include the seminal 
TabuCOL algorithm [7], simulated annealing [8], GRASP [9], 
iterated local search [10], neighborhood search [5], reactive 
partial tabu search [6], variable space search [11] and 
clustering-guided tabu search [12]. Moreover, several 
algorithms based on swarm intelligence have been developed 
to deal with graph coloring problem, namely ant colony 
optimization [13][14][15][16][17][18], particle swarm 
optimization [19], and neural networks [20][21] to name a 
few. 

On the other hand, swarm-based solutions such as 
Artificial Bee Colony (ABC) algorithm which was introduced 
by Karaboga in [22], have also been applied to this problem. 
Two major contributions based on ABC algorithm include 
[23], and [24]. The main difference between these approaches 
and the proposed ABC algorithm in this paper is related to the 
fitness function. In our method, the degrees of vertices (i.e. the 
number of edges intersect a specific vertex) are used as a 
unique numerical fitness value by bees to perform the local 
searches. However, in [23] and [24], fitness functions are 
calculated based on the assigned colors to vertices. Most 
importantly, the authors in [23] and [24] have tested their 
approaches on their own constructed graph samples and have 
not proved the efficiency of their methodologies by applying 
them to well-known benchmarks. 

Here, in this paper, a novel artificial bee colony algorithm 
is presented to solve the problem of vertex coloring with the 
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idea to save the computational time and also to use the least 
possible colors. It is expected that the suggested method can 
deal with the unknown structure of graphs because it consists 
of several local searches. 

This paper is organized as follows. The proposed artificial 
bee colony algorithm is presented in section 2. Experimental 
results and the comparisons are all gathered in section 3. 
Finally, conclusions and some future extensions are presented 
in section 4. 

II. THE PROPOSED ARTIFICIAL BEE COLONY ALGORITHM  
Generally speaking, the proposed Artificial Bee Colony 

(ABC) algorithm can be considered as a swarm intelligence 
based solution for this optimization problem. In what follows, 
the original version of ABC algorithm is described initially, 
and, next, the real concepts are correlated to the vertex 
coloring problem environment. 

 
A. The original version of Artifical Bee Colony (ABC) 

algorithm 
In the real ABC model, three groups of bees can be 

identified in each colony. These are employed bees, onlooker 
bees, and scouts. There are a number of food sources each of 
which represents a potential solution of an optimization 
problem. Moreover, sources have different nectar amounts 
which correspond to the quality (fitness) of various solutions. 
It is assumed that only one artificial employed bee can make 
use of each food source. Speaking in another way, there are 
some food sources around the hive and the number of 
employed bees in the colony is exactly the same as the number 
of these sources. Employed bees leave the colony for their 
food source and they start to dance around the hive as soon as 
they return. Later, at some point in time, employed bees try to 
create a modification on the source position in their memory 
with the purpose of finding new sources with higher amounts 
of nectars. Here, they leave the previous source by changing to 
scout bees in order to find new food sources with higher 
qualities. Scouts also replace abandoned sources with the new 
ones. On the other side, onlooker bees are monitoring the 
dancing behavior of employed bees upon which they will be 
able to find new food sources. 

The main steps of the ABC algorithm can be summarized 
as below: 

• A random population of positions is created for 
different food sources which are equal to the number 
of employed bees 

• REPEAT 

o Each employed bee leaves the colony for a food 
source based on the position in her memory and 
evaluates its nectar amount. Then, she returns to the 
hive and starts to dance around it. 

o Each onlooker bee keeps an eye on the dance 
behavior of employed bees and picks out one of the 
sources according to her observations. Next, she 

flies to the chosen source and evaluates the nectar 
amount of that source. 

o Food sources which have been abandoned are 
identified, and they are replaced with the new food 
sources discovered by scouts. 

o The food source with the highest amount of nectar 
found so far is registered. 

• UNTIL (requirements are met) 

 

B. ABC algorithm adjusted for vertex coloring problem 
The vertex coloring environment consists of numerous 

nodes and edges. The nodes of a graph are considered as food 
sources in the real ABC model and the degree of each vertex 
is considered as its nectar amount. Our proposed algorithm 
can be summarized as follows: 

• Each employed bee chooses one vertex of the graph 
randomly, and then moves to that position (notice that 
only one employed bee is assigned to each node). 
Next, all the employed bees calculate the degrees of 
their own vertices (nectar amount) to share them with 
onlookers around the hive. Nectar values are used 
later by onlooker bees to move to the positions 
specified by employed ones as follows: 

  (1) 

Where NB is the number of bees (onlooker or 
employed), and  is the degree of vertex . The 
number of employed bees is considered half of the 
graph vertices in our algorithm. 

• REPEAT 

o REPEAT  
 After the employed bees return to the hive, they 

share the information of nodes (their number) with 
onlooker bees.  

 The onlooker moves to the position (vertex) which 
is specified by employed bee using Eq. (1). When 
we want to decide for the position of each onlooker 
bee, a random variable is produced. If that random 
variable is shorter than or equal to the probability of 
vertex , then the onlooker will move to that 
position. If the degree of that position is zero, an 
arbitrary color is assigned to it and we will not have 
any constraints in using that color for other vertices, 
because it is not adjacent with any vertices in the 
graph. 

 The neighbors of the current vertex are found and a 
random color is assigned to each of them from the 
palette. 

 The assigned colors are compared with adjacent 
vertices and if they are accepted, they will be added 
to Used_Color array which demonstrates the 
number of colors used so far. 
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 Else if they are not accepted, other colors are 
considered from previously used colors which are 
stored in Used_Color array. 

 Else if onlookers are not yet able to find an 
appropriate color from the memory, they will refer 
to original palette and choose a new color from 
there. Then, the selected color is added to the 
memory (Used_Color array). 

 After coloring all the neighbors of the assigned 
vertex (the nectar of the current vertex is subtracted 
when each of its neighbors are colored), the 
onlooker bee should choose a color for the current 
vertex itself. This color is either chosen from the 
Used_Color array or palette. 

 The onlooker bee changes to a scout and goes to 
another unvisited vertex randomly after coloring the 
current vertex (the nectar of the current vertex is set 
to zero when an onlooker changes to a scout). For 
simplicity, one onlooker bee changes to a scout at 
each time instant. 

o UNTIL (for all onlooker bees) 
• Onlooker bees will move to the positions specified by 

scouts and do the same coloring procedures.  
• UNTIL (all vertices are colored and the used colors are 

less than ) 

 
Figure 1.  The flowchart of the proposed ABC algorithm 

Note that the nodes of graph which play the role of food 
sources in artificial bee colony algorithm are not indeed a 
local solution as mentioned in the real model and they don’t 
have any fitness values. They are just considered as food 
sources to make a simulation of the problem environment with 
real ABC algorithm. 

To make all the theories of the proposed algorithm clearer, 
the whole process is illustrated as a flowchart in Fig. 1. 
Furthermore, the ABC algorithm has been implemented on a 
sample vertex coloring problem and the stages are all 
demonstrated in Fig 2. 

 
Figure 2.  The stages of applying the proposed algorithm on a sample vertex 
coloring problem 

 

III. EXPERIMENTAL RESULTS 
In this section, several experiments are conducted to show 

the performance of the proposed ABC algorithm. The 
simulations are all applied on the well-known DIMACS 
coloring benchmarks and are divided into two separate 
sections. In the first section, the efficiency of the proposed 
ABC algorithm is presented using two different criterions 
which are the number of colors used by the algorithm in the 
process of vertex coloring and also its computational time. In 
the second section, the suggested method is compared with 
four other effective algorithms. 

 

A. The simulation results of the proposed ABC algorithm 
To show the effectiveness of the developed algorithm, it 

has been tested on 26 DIMACS datasets randomly. The 
simulations have been conducted in MATLAB environment in 
a computer with a Pentium 4 CPU 2.66 GHz, 4 GB Memory, 
300 GB hard-disk capacity, and with Microsoft Windows 
Vista Business operating system. Furthermore, it should be 
mentioned that the provided results are indeed the average 
obtained by applying the ABC algorithm for 60 times on each 
sample. As it is clear from Table I, the presented algorithm has 
reached the optimal solutions (least number of colors) in all 
the cases. Moreover, the computational time of this method 
for these datasets has been demonstrated in Fig 3. 
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Figure 3.  Computational time of the ABC algorithm for different datasets of 
DIMACS 

TABLE I.  OPTIMAL SOLUTIONS ON 26 RANDOM DIMACS DATASETS 

 
The most outstanding outcome we obtained in our 

simulations relates to the computational time of our method. 
The ABC algorithm proposed for vertex coloring is nearly the 
best among all other approaches suggested so far. This fact 
has been shown in Fig. 4 and is further discussed in remaining 
sections. 

 

B. The comparative results between ABC algorithm and four 
other effective algorithms 
As mentioned before, the performance of an algorithm 

proposed for this kind of problem is judged not only based on 
the number of colors it uses, but also based on its 
computational time. Therefore, four other effective algorithms 
have been selected in order to provide a fair comparison and to 
show the performance of the suggested solution. These are: (1) 
RBA algorithm [21], (2) EMA algorithm [8], (3) MACOL 
algorithm [25] and (4) ALS-COL algorithm [18]. It should be 
emphasized once again that we were determined to compare 
our method with the other ABC algorithm in [23]; however, 
we are unable to perform such a comparison currently since 
the other method has not been tested on a popular dataset. 

 

1) ABC algorithm versus RBA algorithm 
In recent years, neural networks have been applied to this 

problem, mostly based on Hopfield or Hopfield-like networks 
that employ binary neurons. The recursive binary adaptation 
(RBA) algorithm is the only other neural algorithm for which 
we have results on DIMACS benchmarks. All the other neural 
approaches that are proposed for minimum coloring so far 
either do not offer experimental results or their test graphs are 
not available. Consequently, the proposed algorithm has been 
applied on 7 random datasets and has been compared with 
RBA algorithm as it has been demonstrated in Table II. 

 

TABLE II.  EXPERIMENTAL RESULTS OF OUR ALGORITHM VS. RBA 
ALGORITHM ON 7 DIMACS DATASETS 

 
The experimental results show that the ABC algorithm 

uses fewer colors than the RBA algorithm in all the cases and 
they are very close to optimal solutions. Furthermore, the 
computational time of the developed algorithm is significantly 
better than RBA in all the cases. 

 

2) ABC algorithm versus EMA algorithm 
In this section, the results of applying the ABC and EMA 

algorithms on 9 random datasets are presented. The outcomes 
are all gathered in Table III. Referring to this table, it is 
obvious that the number of colors used by ABC algorithm is 
less than the other method in most of the cases. However, it is 
equal with the number of colors used by EMA algorithm in 
some other cases. On the other side, the computational time of 
the proposed method is more than the EMA algorithm in all 
samples. 
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TABLE III.  EXPERIMENTAL RESULTS OF OUR ALGORITHM VS. EMA 
ALGORITHM ON 9 DIMACS DATASETS 

 
 
3) ABC algorithm versus MACOL algorithm 

The third research work considered for our comparison is 
MACOL, which is a memetic based algorithm proposed for 
this kind of problem. This method is in fact a combination of a 
tabu search procedure with an evolutionary algorithm. 

The experimental results of applying the ABC and 
MACOL algorithms on 5 random datasets have been 
presented in Table IV. Considering this table, it is clear that 
the two methods produce solutions very close to optimal 
solutions. However, the number of colors used by ABC 
algorithm is more than the other one in some cases. On the 
other hand, the computational time of the suggested method is 
considerably less than the other evolutionary algorithm. 

 

TABLE IV.  EXPERIMENTAL RESULTS OF OUR ALGORITHM VS. MACOL 
ALGORITHM ON 5 DIMACS DATASETS 

 

 
4) ABC algorithm versus ALS-COL algorithm 

The simulations end with the last comparison between the 
proposed algorithm and ALS-COL. The ALS-COL is a new 
and general ant methodology, where each ant is considered as 
a local search. The results of applying these two algorithms on 
4 random datasets have been collected in Table V. As it is 
clear from this table, the ABC algorithm outperforms the other 
one in all the cases by using less number of colors while it is 
equal with optimal solutions in two cases and very close to 
optimal in others. Finally, the computational time of the 
proposed method is much better than the other one. 

 

 

TABLE V.  EXPERIMENTAL RESULTS OF OUR ALGORITHM VS. ALS-COL 
ALGORITHM ON 4 DIMACS DATASETS 

 
 

IV. CONCLUSIONS AND FUTURE EXTENSIONS 
In this paper, we have presented the ABC algorithm, a 

population based solution for vertex coloring which is a 
popular and challenging optimization problem. The proposed 
algorithm imitates the behavior of bees to deal with the 
aforementioned problem. In the suggested algorithm, a set of 
employed bees are initially assigned to some nodes of graph in 
a random manner. Next, these bees return their gathered 
information (degree of vertices) to the hive and share them 
with the onlookers. After this, the onlooker bees fly to the 
specified locations and start their processing operations for 
coloring the vertices. If some criterions are met, these 
employed bees become a scout one and will move to new 
locations. To show the efficiency of the proposed bee colony 
based algorithm, it has been applied on random samples of 
DIMACS dataset. The experimental results show that the 
ABC algorithm uses optimal number of colors in the majority 
of cases. Additionally, one noticeable outcome obtained from 
the simulations is that the computational time of the developed 
algorithm is significantly low when applying on this type of 
problem. 

Ultimately, several future extensions can be considered to 
improve the performance of this algorithm as follows: 

1. The assignment of employed bees to new vertices 
as scouts can be done more wisely. In our 
approach, this process is done randomly as the 
real model of bee colony algorithm. Maybe this 
change can lead to an improvement in the number 
of used colors. 

2. The number of employed bees can be considered 
more than half of the vertices. This can also lead 
to less use of colors. 
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